**COMPUTER APPLICATION PROJECT- CLASS XII**

**SESSION 2018-19**

**CLASS BASED**:

1. A class ***Collection*** contains an array of 100 integers. Using the following class description, create an array with common elements from two integer arrays. Some of the members of the class are given below:

**Class name : Collection**

**Data members :**

ar[] : integer array of 100 elements

len : length of the array

**Member methods :**

Collection() : default constructor

Collection(int ) : parameterized constructor to assign the length of

the array

void input() : reads array elements

Collection common(Collection): return the **Collection** containing the common

Elements of current **Collection** and the collection

object passed as parameter.

void display() : displays the array **Collection** elements

Write the **main()** method to generate the necessary output.

2. A Transpose of an array is obtained by interchanging the elements of the rows and columns. A class Transarray contains a two dimensional integer array of order [m x n]. The maximum value possible for both `m’ and `n’ is 20. Design a class Transarray to find the transpose of a given matrix. The details of the members of the class are given below

|  |  |  |
| --- | --- | --- |
| Class name | : | Transarray |
| **Data members/instance variables** | **:** |  |
| arr[] | : | stores the matrix elements |
| M | : | integer to store the number of rows |
| N | : | integer to store the number of columns |
| **Member functions** | **:** |  |
| Transarray() | : | default constructor |
| Transarray(int mm, int nn) | : | to initialize the size of the matrix, m=mm, n=nn |
| void fillarray() | : | to enter the elements of the matrix |
| void transpose(Transarray A) | : | to find the transpose of a given matrix |
| void disparrary() | : | displays the array in a matrix form |

Specify the class Transarray giving the details of the constructors, void fillarray(), void transpose(Transarray) and void disparray(). You need not write the main function.

3. A class ***Array*** is declared as follows:

**Class name : Array**

**Data members :**

ar[] : integer array of size 100

n : size of the array

num : integer variable

**Member methods :**

Array() : a constructor to store 0 at each location of ***ar[]*** and to ***n***.

void getArray() : to input n integers in array

int process(Array B, int k): to assign ***k*** to ***num*** and return the frequency of num from

the array ***ar[]*** from the array object ***B***.

Array merge(Array a) : merge the current array with the parameterised array.

void display() : to print the array elements in such a way that only **4** elements

of array should be printed in one line with two spaces in

between the numbers.

Write **main()** method and call the above methods to generate the output.

4. A class Time is declared as follows:

**Class name : Time**

**Data members :**

hrs, min : integers to store hour and minute

**Methods :**

Time() : default constructor to assign 0 to data members

void getTime(int h, int m): assigns hours and minutes

void printTime() : prints time in hh:mm format

Time sumTime(Time t1, Time t2): adds two time t1 with t2 and return them.

Implement the above class and write **main()** method and call the above methods to generate the output.

5. Class **Matrix** contains a two dimensional integer array of order [ m x n ]. The maximum value possible for both m and n is 25. Design a class Matrix to find the difference of the two matrices. The details of the members of the class are given below:

**Class name : Matrix**

**Data members**

arr[][] : stores the matrix element

m : integer to store the number of rows

n : integer to store the number of columns

**Member functions:**

Matrix(int mm, int nn) : to initialize the size of the matrix m=mm and n=nn

void fillarray() : to enter the elements of the matrix

Matrix SubMat(Matrix A) : subtract the current object from the matrix of 6 parameterized object and return the resulting object.

void display() : display the matrix elements.

Specify the class Matrix giving details of the constructor(int,int), void fillarray(),Matrix

SubMat(Matrix) and void display(). Define the main() function to create an object and call the functions accordingly to enable the task.

**DIMENSIONAL ARRAYS:**

#### 6.

**Write a program to declare a square matrix A[ ] [ ] of order (M x M) where ‘M’ is the number of rows and the number of columns such that M must be greater than 2 and less than 10. Accept the value of M as user input. Display an appropriate message for an invalid input. Allow the user to input integers into this matrix. Perform the following tasks:**

**(a)        Display the original matrix.  
(b)        Check if the given matrix is Symmetric or not.  
           A square matrix is said to be Symmetric, if the element of the ith row and jth column is equal to the element of the jth row and ith column.  
(c)        Find the sum of the elements of left diagonal and the sum of the elements of right diagonal of the matrix and display them.**

**Test your program with the sample data and some random data:**

**Example 1**

**INPUT           :           M = 3**

**1       2      3  
2       4      5  
3       5      6**

**OUTPUT       :**

**ORIGINAL MATRIX**

**1       2      3  
2       4      5  
3       5      6**

**THE GIVEN MATRIX IS SYMMETRIC  
The sum of the left diagonal = 11  
The sum of the right diagonal = 10**

**Example 2**

**INPUT           :           M = 4**

**7       8      9      2  
4       5      6      3  
8       5      3      1  
7       6      4      2**

**OUTPUT       :**

**ORIGINAL MATRIX**

**7       8      9      2  
4       5      6      3  
8       5      3      1  
7       6      4      2**

**THE GIVEN MATRIX IS NOT SYMMETRIC  
The sum of the left diagonal = 17  
The sum of the right diagonal = 20**

**Example 3**

**INPUT           :           M = 22**

**OUTPUT       :           THE MATRIX SIZE IS OUT OF RANGE**

#### 7. Write a Program in Java to input a 2-D array of size ‘m\*n’ and print its boundary (border) elements.

**For example:**
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8. **Write a program to check if the given matrix is a Magic Square Matrix or not.**

**A square matrix is said to be a Magic Square, if the sum of each row, each column and each diagonal is same. Write a program to enter an integer number ‘n’. Create a magic square of size ‘n\*n’. Finally, print the elements of the matrix as Magic Square.**

**Note: n <= 5**

**Sample Input: Enter the size of the matrix : 4  
Sample Output: The Magic Matrix of size 4×4 is:**

**![magic matrix 1](data:image/jpeg;base64,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)**

**Sample Input: Enter the size of the matrix : 5  
Sample Output: The Magic Matrix of size 5×5 is:**
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9. **Write a program to declare a square matrix A[ ][ ] of order ‘n’. Allow the user to input positive integers into this matrix. Perform the following tasks on the matrix:**

**(i) Output the original matrix.  
(ii) Find the SADDLE POINT for the matrix. If the matrix has no saddle point, output the message “NO SADDLE POINT”.**

**[Note: A saddle point is an element of the matrix such that it is the minimum element for the row to which it belongs and the maximum element for the column to which it belongs. Saddle point for a given matrix is always unique.]**

**Example: In the Matrix  
4 5 6  
7 8 9  
5 1 3**

**Saddle point = 7 because it is the minimum element of row 2 and maximum element of column 1**

10. **Write a Program in Java to input a 2-D square matrix and check whether it is an Upper Triangular Matrix or not.**

**Upper Triangular Matrix : An Upper Triangular matrix is a square matrix in which all the entries below the main diagonal (![↘](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEgAAABICAMAAABiM0N1AAADAFBMVEUAAAA7iMM7iMM7iMM7iMM7iMM7iMM7iMOFtdrz+Ptgns7///+20ukAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADcZ0uZAAAAB3RSTlMAYL8AIM/vi50ITwAAAShJREFUeNrt2MsSwjAIBVAgdvz/73UMxu40XOKtLMOiq/Y0fQRCVEaoHnI9Hm5vow3G5L/o7tJM7V9nDEXEzmOBZN2kIAajUhKq9xpITDa0oeAPs1YCaTNvBdDILsJJBh1SMuxwkiUOJVnmMJKlDiFZ7gDpWEM6XRZIhy8hDW4/SZEzQeHjf0qhM0F9KcXON/RcSsCZXvZKQs78+XMJOsEPmUnYiaYIlhInnLRIUmfTCJAuJLYLEki1vISSPy3BcsRKuECSUlJpOSkr2ZSU1n5GyhcRhLRYjTy1CPp92bM4MZvvDPS7k0OEk0KMk0GUk0CcgyHSgRDrIIh25AY6592LbGhDtVDjGk4YD/OaAXlrUrHx08c78oIxnXtsqJVhxjOgs6/qBduHLyWvXiaD1Yh+AAAAAElFTkSuQmCC)) are zero. The entries above or on the main diagonal themselves may or may not be zero.**

**Example:**

**![\begin{bmatrix} 5 & 3 & 0 & 7 \\ 0 & 1 & 9 & 8 \\ 0 & 0 & 4 & 6 \\ 0 & 0 & 0 & 2 \end{bmatrix}](data:image/png;base64,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)**

**STRING BASED:**

**11. A sequence of Fibonacci Strings is generated as follows:**

**S0 = “a”, S1 = “b”, Sn = S(n-1) + S(n-2) where ‘+’ denotes concatenation. Thus the sequence is:**

**a, b, ba, bab, babba, babbabab, ………. n terms.**

**Design a class FiboString to generate Fibonacci strings. Some of the members of the class are given below:**

**Class name         :               FiboString**

**Data members/instance variables:**

**x                           :               to store the first string  
y                           :               to store the second string  
z                           :               to store the concatenation of the previous two strings  
n                          :               to store the number of terms**

**Member functions/methods:**

**FiboString()        :               constructor to assign x=”a”, y=”b”, z=”ba”  
void accept()      :               to accept the number of terms ‘n’  
void generate()  :               to generate and print the fibonacci strings. The sum of (‘+’ i.e. concatenation) first two strings is the third string. Eg. “a” is first string, “b” is second string then the third string will be “ba” and fourth will be “bab” and so on.**

**Specify the class FiboString, giving details of the constructor(), void accept() and void generate(). Define the main() function to create an object and call the functions accordingly to enable the task.**

**12. Write a program to accept a sentence which may be terminated by either ‘.’ ‘?’ or ‘!’ only. Any other character may be ignored. The words may be separated by more than one blank space and are in UPPER CASE.**

**Perform the following tasks:**

**(a)        Accept the sentence and reduce all the extra blank space between two words to a single blank space.  
(b)        Accept a word from the user which is part of the sentence along with its  
position number and delete the word and display the sentence.**

**Test your program with the sample data and some random data:**

**Example 1**

**INPUT:          A    MORNING WALK IS A IS BLESSING FOR   THE  WHOLE DAY.**

**WORD TO BE DELETED: IS  
WORD POSITION IN THE SENTENCE: 6**

**OUTPUT:      A MORNING WALK IS A BLESSING FOR THE WHOLE DAY.**

**Example 2**

**INPUT:          AS YOU    SOW, SO   SO YOU REAP.**

**WORD TO BE DELETED: SO  
WORD POSITION IN THE SENTENCE: 4**

**OUTPUT:      AS YOU SOW, SO YOU REAP.**

**Example 3**

**INPUT:          STUDY WELL ##.**

**OUTPUT:      INVALID INPUT.**

**13. A simple encryption system uses a shifting process to hide a message. The value of the shift can be in the range 1 to 26. For example a shift of 7 means that A = U, B =V,C = W, etc.i e.**

**Text : A B C D E F G H I J K L M N O P Q R S T U V W X Y Z  
Code: U V W X Y Z A B C D E F G H I J K L M N O P Q R S T**

**Fist an extra space is added to the end of the string. To make things little more difficult, spaces within the original text are replaced with QQ before the text is encrypted. Double Q (QQ) was selected because no English word ends in Q or contains QQ.**

**Additionally the coded message is printed in blocks of six characters separated by spaces. The last block might not contain six characters. Write a program that takes the coded text (less than 100 characters), the shift value and prints the decoded original text. Your program must reject any non-valid value for shift and display an error message “INVALID SHIFT VALUE)”. Assume all characters are upper case. Test your program for the following data and some data that you have coded, using the rules given above:**

**SAMPLE DATA:**

**1. INPUT:  
CODED TEXT : “UHINBY LKKQCH HYLKK”  
SHIFT : 7  
OUTPUT:  
DECODED TEXT : ANOTHER VALUE**

**2. INPUT:  
CODED TEXT : “RUIJGG EVGGBK SAGG”  
SHIFT : 11  
OUTPUT:  
DECODED TEST : BEST OF LUCK**

**3. INPUT:  
CODED TEXT : “DKSMMW NAMMUK QMM”  
SHIFT : 29  
OUTPUT:  
INVALID SHIFT VAULE**

**14. Write a program to input a word from the user and remove the consecutive repeated characters by replacing the sequence of repeated characters by its single occurrence.**

**Example:**

**INPUT – Jaaavvvvvvvvaaaaaaaaaaa  
OUTPUT – Java**

**INPUT – Heeeiiiissggoiinggg  
OUTPUT – Heisgoing**

**15. Write a program to input a string (word). Convert it into lowercase letters. Count and print the frequency of each alphabet present in the string. The output should be given as:  
Sample Input: Alphabets  
Sample Output:  
==========================  
Alphabet             Frequency  
==========================  
a                              2  
b                              1  
e                              1  
h                              1  
l                               1  
p                             1  
s                              1  
t                               1**

**DATA STRUCTURE:**

**16. Write a program to implement Stack with pop(), push() and print() methods.**

**17. Write a program to implement LinearQ with insert(), delete() and print() methods.**

**18. Write a program to implement Dequeue with insertfront(), insertRear(), deleteFront(), deleteRear() and print() methods.**

**19. Write a program to implement CircularQ with insert(), delete() and print() methods.**

**20. Write a program to implement LinkedList using insertBeg(),insertMid(int), insertLast(), deleteBeg(), deleteMid(int), deleteLast() and print() methods.**

**INHERITANCE:**

**21.** A class **Employee** contains employee details and another class Salary calculates the employee’s netsalary. The details of the two classes are given below:

**Class name** : Employee

**Data members :**

empNo : stores the employee number.

empName : stores the employee name

empDesig : stores the employee’s designation.

**Member functions:**

Employee() : default constructor.

Employee(…) : parameterized constructor to assign values to data members.

void display() : display the employee details.

**Class name : Salary**

Data members :

basic : float variable to store the basic pay.

Member functions :

Salary(…) : parameterized constructor to assign values to data members.

void calculate() : calculates the employee’s net salary according to the

following rules:

DA = 10% of basic

HRA = 15% of basic

Salary = basic + DA +H RA

PF= 8 % of Salary

Net Salary = Salary –PF

Display the employee details and the Net salary.

Specify the class Employee giving details of the constructors and member function void display(). Using the concept of inheritance specify the class Salary giving details of the constructor and the member function void calculate(). The main function need not be written.

**22.** A super class Worker has been defined to store the details of a worker. Define a sub class Wages to compute the monthly wages for the worker. The details of both the classes are given below:

**Class name : Worker**

Data members :

name : to store the name of the worker

basic : to store the basic pay in decimal

Member functions :

Worker(….) : parameterized constructor to assign values to the instance

variables

void display() : display worker details

**Class name : Wages**

Data members :

hrs : stores the hours worked

rate : stores rate per hour

wage : stores the overall wage of the worker

**Member functions**

Wages(….) : parameterized constructor to assign values to the instance

variables of both classes

double overtime( ) : calculates and returns the overtime amount as (hours \* rate )

void display() : calculates the wage using the formula

wage=overtime amount + basic pay and displays it along with

other details

Specify the class Worker giving details of the constructor() and void display(). Using the concept of inheritance, specify the class Wages giving details of the constructor(), double overtime() and void display(). The main function need not be written.

**23.** A super class **Record** has been defined to store the names and ranks of 50 students. Define a sub class **Rank** to find the highest rank along with the name. The details of both classes are given below:

**Class name : Record**

**Data members**

name[] : to store the names of students

rnk[] : to store the ranks of students

**Member functions :**

Record() : constructor to initialize data members

void readvalues() : to store names and ranks

void display() : displays the names and the corresponding ranks

**Class name : Rank**

**Data members**

index : integer to store the index of the topmost rank

**Member functions**

Rank() : constructor to invoke the base class constructor and to

initialize index to 0.

void highest() : finds the index location of the topmost rank and stores it in

index without sorting the array

void display() : displays the name and ranks along with the name having the

topmost rank.

Specify the class Record giving details of the constructor(), void readvalues(), void display(). Using the concept of inheritance, specify the class Rank giving details of constructor(), void highest() and void display(). The main function and algorithm need not be written.

24. A super class Detail has been defined to store the details of a customer. Define a sub class Bill to compute the monthly telephone charge of the customer as per the chart given below:

**NUMBER OF CALLS RATE**

1- 100 Only rental charge

101-200 60 paisa per call + rental charge

201-300 80 paisa per call + rental charge

Above 300 1 rupee per call + rental charge

The details of both the classes are given below:

**Class Name : Detail**

**Data members**

name : to store the name of the customer.

address : to store the address of the customer.

telno : to store the phone number of the customer.

rent : to store the monthly rental charge

**Member functions :**

Detail(..) : parameterized constructor to assign values to data members.

void show() : to display the detail of the customer.

**Class Name : Bill**

**Data members**

n : to store the number of calls.

amt : to store the amount to be paid by the customer.

**Member functions :**

Bill(..) : parameterized constructor to assign values to data members of

both classes and to initialize amt = 0.0.

void cal() : calculates the monthly telephone charge as per the charge

given above.

void show() : to display the detail of the customer and amount to be paid.

Specify the class Detail giving details of the constructor( ) and void show(). Uisng the concept of inheritance, specify the class Bill giving details of the constructor( ), void cal() and void show().

**25.** A super class Perimeter has been defined to calculate the perimeter of a parallelogram. Define a sub class Area to compute the area of the parallelogram by using the required data members of the super class. The details are given below:

**Class name : Perimeter**

**Data Members**

a : to store the length in decimal

b : to store the breadth in decimal

**Member functions :**

Perimeter(…) : parameterized constructor to assign values to data members

double Calculate() : calculate and return the perimeter of a parallelogram as

2 \*(length +breadth)

void show() : to display the data members along with the perimeter of the

parallelogram.

**Class name : Area**

**Data Members**

h : to store the height in decimal

b : to store the area of the parallologram

**Member functions :**

Area(…) : parameterized constructor to assign values to data members of

both classes.

void doArea() : computes the area( breadth \* height).

void show() : to display the data members of both the classes along with the

area and perimeter of the parallelogram.

Specify the class Perimeter giving details of the constructor(…), double Calculate() and void show(). Using the concept of inheritance, specify the class Area giving details of the constructor(…), void doArea() and void show(). The main function and algorithm need not be written.

**RECURSION:**

26. A class **SeriesSum** is designed to calculate the sum of the following series:-

Sum= x2/1! + x4/3!+x6/5!+….xn/(n-1)!

Some of the members of the class are given below:

Class name : SeriesSum

**Data members**

x : to store an integer number

n : to store number of terms

sum : double variable to store the sum of the series

**Member functions :**

SeriesSum(intxx,intnn) : constructor to assign x=xx, n=nn

doublefindfact(int m) : to return the factorial of m using recursive technique

void calculate() : to calculate the sum of the series by invoking the recursive

functions repeatedly

void display() : to display the sum of the series

Specify the class SeriesSum, giving details of the constructor(int,int), double findfact(int), double findpower(int,int), void calculate() and void display(). Define the main() function to create an object and call the functions accordingly to enable the task.

27. A class **RecFact** defines a recursive function to find the factorial of a number. The details of the class are given below:

**Class Name : RecFact**

**Data Members :**

n : stores the number whose factorial is required.

r : stores an integer

**Member functions :**

RecFact() : default constructor

voidreadnum() : to enter values for n and r.

int factorial(int) : returns the factorial of the number using the recursive

technique.

voidfactseries() : to calculate and display the value of

n!

-----------------

r! \* (n-r)!

Specify the class RecFact giving the details of the constructor and member functions void readnum(), int factorial(int) and void factseries(). Also define the main function to create an object and call methods accordingly to enable the task.

28. An **Emirp** number is a number which is prime backwards and forwards. Example: 13 and 31 are both prime numbers. Thus 13 is an emirp number.

Design a class **Emirp** to check if a given number is Emirp number or not. Some of the members of the class are given below:

**Class Name : Emirp**

**Data Members**

n : stores the number

rev : stores the reverse of the number

f : stores the divisor

**Member functions**

Emirp(int nn) : to assign n=nn, rev=0, and f=2

int isprime(int x) : check if the number is prime using the recursive technique and

return 1 if prime otherwise return 0.

void isEmirp() : reverse the given number and check if both the original

number ad the reverse number are prime, by invoking the

function isprime(int) and display the result with an appropriate

message.

Specify the class **Emirp** giving details of the constructor(int), int isprime(int) and void isEmirp(). Define the main function to create an object and call the methods to check for Emirp number.

**29.** Design a class **VowelWord** to accept a sentence and calculate the frequency of words that begin with a vowel. The words in the input string are separated by a single blank space and terminated by a full stop.

The description of the class is given below:

**Class Name : VowelWord**

**Data members**

str : to store a sentence

freq : to store the frequency of words beginning with a vowel.

**Member functions**

VowelWord() : constructor to initialize data members to legal initial values.

Void readstr() : to accept a sentence.

void freq\_vowel( ) : counts the frequency of the words beginning with a vowel.

void display() : to display the original string and the frequency of the

words that begin with a vowel.

Specify the class **VowelWord** giving details of the constructor( ), void readstr(), void freq\_vowel() and void display(). Also defing the main function to create an object and call the methods accordingly to enable the task.

30. Input a sentence from the user and count the number of times, the words “an” and “and” are present in the sentence. Design a class Frequency using the description given below:

**Class name** : **Frequency**

**Data Members**

text : stores the sentence

countand : to store the frequency of the word and.

countan : to store the frequency of the word an.

len : stores the length of the string.

**Member functions**

Frequency() : constructor to initialize the data variables.

void accept(String n) : to assign n to text where the value of the parameter should be

in lowercase.

void checkandfreq() : to count the frequency of and using recursive technique.

void checkanfreq() : to count the frequency of an using recursive technique.

void display() : to display the frequency of “an” and “and” with suitable

messages.

Specify class Frequency giving details of the constructor(), void accept(String), void checkandfreq(), checkanfreq() and void display(). Also define the main function to create an object and call methods accordingly to enable the task.

**FILE OPERATION:**

31. A teacher wants to know the performance in Science subjects (Physics, Chemistry and Biology) of each student of her class. write a program to create a text file “performance.txt” to store the names and marks obtained in three subjects. the program calculates the total marks and the average. the grades have been awarded as per the criteria given below:

**Average Marks Grade**

>=80 A

>=60 && <80 B

>=40 && <60 C

<40 D

Take out the records in reader mode and display the name total average and grade of each student.

32. Code a program in Java to create a Binary file for the following purposes:

i) The binary file must be created to contain employee name, employee code and basic salary. the program should keep accepting the records till the user enters his choice as 1 and terminate it when the choice is 2.

ii) Use the file in appropriate mode to retrieve the records and find the following:

DA= 40% of the basic salary

HRA=30% of the basic salary

Gross=Basic salary + DA+HRA

A special allowance of 20% of the gross is calculated if employee code is less than or equal to 15 and the gross is less than or equal to 1500.

in-case the employee code is greater than 15 and the special allowance is Rs. 1000 fixed, then find the total amount = Gross+Special allowance.

display the salary of each employee along with the heading in the following format:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Name** | **Code** | **Basic Salary** | **DA** | **HRA** | **Salary** | **Sp. Allowance** | **Total** |
| xxx | xxx | xxx | xxx | xxx | xxx | xxx | xxx |

\*\*\*\*\*